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Abstract - Android permissions are rights given to applications to allow them to do things like take pictures, use the GPS or make phone calls. When installed, applications are given a unique UID, and the application will always run as that UID on that particular device. The UID of an application is used to protect its data and developers need to be explicit about sharing data with other applications. Android supports building applications that use phone features while protecting users by minimizing the consequences of bugs and malicious software. Android’s process isolation obviates the need for complicated policy configuration files for sandboxes. This gives applications the flexibility to use native code without compromising Android’s security or granting the application additional rights. Malicious software is an unfortunate reality on popular platforms, and through its features Android tries to minimize the impact of malware. However, even unprivileged malware that gets installed on an Android device (perhaps by pretending to be a useful application) can still temporarily wreck the user’s experience. Applications can entertain users with graphics, play music, and launch other programs without special permissions. In this paper we introduce tracking and monitoring of malicious activity of the apps that are installed by the user even from playstore using trusted permission based security model.

I. INTRODUCTION

Smartphones are more popular than ever. One of the reasons for this is the fact that the Google Android operating system (OS) is a platform that enables developers to write applications and distribute them for free in an open market. According to the recent analyzes, more than one billion Android devices have been activated with an astonishing growth of 1.4 million devices per day. With this sort of growth, it is absolutely necessary for developers to understand how to create secure Android applications.

With the increasing numbers of applications available for Android; spyware is becoming a most worry. Several malicious applications, rolling from fake banking applications to an SMS Trojan implanted into a fake media player tools, have been detected on the Android Market since the year. Still, there are other classes of malware that might too come forth. What about concealing spyware in the backdrop of a well-known app? For example, think an app talking to be the latest version of a notable Twitter client, which really campaigns spyware in the background and uploads all private data to the attacker.

Google management understood that the iPhone success was largely based on the number of applications released for end-users. Google’s resulting strategy is to provide developers with an easy way to develop applications that extend the functionality of the devices, using the Android Software Development Kit (SDK) and the Native Development Kit (NDK). In contrast to Apple, where applications must be downloaded from the Apple AppStore after rigorous control and approval (source code review for potential security problems and copyright infringements), Google arrives easier for developers to publish their applications. The Android application publishing procedure makes it easy to develop Android applications, but also provides room for malicious application publishing. Unlike some of the other platforms, Android does not restrict application distribution via application signing and long approval period. Even though an application has to be signed to be installed on a device, it is possible to use self-signed certificates.

Applications can be granted permissions, which are required to access critical phone resources or for inter-application communication. Those permissions are defined in advance (in the AndroidManifest.xml file), by the developer who wrote the application and permissions are displayed to the user for approval before the application installation [1]. For example, a developer might claim that his application requires complete access to the settings of the phone, access to SMS/MMS reading and so on. So it is up to the user to check the validity of these permissions. In spite of the permissions-based security model implemented by Android, anyone can publish an application on the Android Market, which has no built-in method to detect if this application contains malicious code or not [2].

Past studies on smartphone users’ privacy concerns have primarily focused on location tracking and sharing [3, 4, 5, 6]. Although location sharing is an important aspect of smartphone privacy, only 2 of 134 Android permissions pertain to location. Concurrently, Roesner et al. [7] studied user expectations for location, copy-and-paste, camera, and SMS security. Our study encompasses all permissions and focuses on how users perceive the existing permission warnings. In concurrent and independent work, Kelley et al. [8] performed twenty semi-structured interviews to explore Android users’ feelings about and understanding of permissions. We propose a application that can track and
monitor the behavior of any installed app with concurrence on permissions approved.

II. COMPONENTS OF ANDROID

A. Activity
In Android development terms, an “Activity” refers to single, focused window that interacts with a user and provides functionality. An activity forms the fundamental building blocks of the application.

An activity has the following states:

Active
When an activity is interacting with a user, it is at the top of the activity stack and visible to the user. Android will kill any other services or activities on the stack to keep the active activity alive.

Paused
This is a state where an activity is not in focus but is actually visible to user. For example, this state is reached when a pop-up appears when activity is running.

Stopped
This is the state where an activity is not visible to user, but resides in memory and retaining all data. This activity will be killed to save memory if needed for an active activity.

Inactive
An activity just before launching, after it has been killed, is said to be in an inactive state.

Knowing about the states of an activity allows a developer to understand how data is handled and aids in implementing activities securely.

B. Intents
Intent is commonly used to start an activity or service. Intents can be broadcast and received within the application itself and with other applications. This allows for great flexibility in application development, information sharing, and the ability to trigger operations in other applications.

There are two main types of intents:

Explicit intents:
Explicit intents specify the exact class that needs to be invoked to launch an activity within the application. These are limited to the application context in which they are run.

Implicit intents:
These are the intents that hold information about the type of operation to be performed. It’s up to the OS to decide the best operation based on the information provided.

C. Service
A service represents a background operation or an operation that does not require user interaction and takes a lengthy amount of time to complete. These operations are performed without affecting the main application running on the front end. Service continues to run in background, even when application is not running.

Content Providers
Content providers store data persistently. They manage the storage of application data and interact with a number of local SQL databases. Content providers also provide the best means to share data between applications.

WebView
WebViews act like a web browser to display HTML content to the user. Android’s WebKit engine is used to display web pages. Any vulnerability found in WebKit directly impacts the WebView. This component allows a user to navigate forward and backward through the history, zoom in and out, and perform text searches, just like Internet Explorer, Firefox, or any other browser.

Permissions
The core security of an application is defined by its permissions. The extent to which an application can perform an action is limited to the permissions defined in its AndroidManifest.xml. By default, every application is sandboxed by the OS and restricts access to the data of another application. At the time of application installation, the user is presented with the list of permissions that are required by the application. Once the user grants those permissions, only then the application will be installed. Granting of permissions dynamically at runtime is not supported.

D. Secure coding Recommendations
Lock-down application permissions
It is necessary to follow the principle of least privilege when assigning permissions. Permissions should not be assigned unless they are required. The application should be granted only the minimum required permissions at the architecture level. For instance, READWRITE permissions should not be granted when only READ permissions are required. This is a common mistake made by developers due to a lack of understanding of the functionality at the application. Examples like these underscore the importance of strong application development planning and requirements documentation.

For example, the Android: protection Level element of the AndroidManifest.xml file defines the protection/risk level associated with the installed application. It also provides the procedure the OS should follow to determine whether the permission can be granted. When the value of the parameter is dangerous, the application, when installed, gains permission to access user data and to control the device. Developers should exercise extreme caution while assigning applications with high-risk permissions.

File permissions
File permissions apply to files stored on external storage. Any file created using openFileOutput is private to the application and cannot be accessed by other applications. Pay close attention before providing a file with the MODE_WORLD_READABLE/MODE_WORLD_WRITE permissions. This allows other applications to access the file. Do not provide the writable option until it is required to enforce the principle of least privilege. The
A standard way to share a file between applications is to use Content Provider.

III. RELATED WORKS

Enck et al. [9] describe the design and implementation of a framework to detect potentially malicious applications based on permissions requested by Android applications. The framework reads the declared permissions of an application at install time and compares it against a set of rules deemed to represent dangerous behavior. For example, an application that requests access to reading phone state, record audio from the microphone, and access to the Internet could send recorded phone conversations to a remote location. The framework enables applications that don’t declare (known) dangerous permission combinations to be installed automatically, and defers the authorization to install applications that do to the user. Ontang et al. [10] present a fine-grained access control policy infrastructure for protecting applications. Their proposal extends the current Android permission model by allowing permission statements to express more detail. For example, rather than simply allowing an application to send IPC messages to another based on permission labels, context can be added to specify requirements for configurations or software versions. The authors highlight that there are real-world use cases for a more complex policy language, particularly because untrusted third-party applications frequently interact on Android.

Research on Android's security infrastructure includes studies on how permissions are enforced [11], used [12], and misused or attacked [13, 14, 15, 16]. Some try to secure Android applications against attackers by performing static or dynamic analysis of apps (ex. [17, 18, 19]). Xu, et al. [20] developed Aurasium, a tool that uses static analysis and code injection to detect or prevent privilege escalation attacks. Like Android, Aurasium does not require modifications to the operating system. Conti, et al. [21] developed Crepe, a system capable of enforcing rule based context aware security policies. Naumann, et al. [22] extended Android permission with custom user defined constraints. None of the above work includes formal analysis or verification.

Research on formalization of the Android stack and API includes Chaudhuri [25] who gave a formal model of a subset of the Android communication system; Enck, et al. [24] who developed TaintDroid to track the flow of sensitive information between Android apps (extended by Shreckling, et al. [25] with more complicated, dynamic run time policies); and Armando, et al. [1] who presented a more complete model of the Android middleware using types. With respect to formalizations for secure sharing of resources, Blanchet and Chaudhuri [23] developed a formally verified protocol for secure file sharing on untrusted storage (a tool which could be used to secure Android’s SD card) and Fragkaki, et al. [26] gave formal typing rules to explain Android’s security model. Similar to our work, Fragkaki et al. described Sorbet, a modification to Android which enforces secrecy and integrity properties written by app developers. In contrast, Android is developed to enable the easy specification of authorization policies and relies upon existing Android mechanisms without requiring changes to the operating system.

Android Permission Analysis This category includes advancements in analyzing Android permissions. Kirin [31] maps dangerous functionalities with the permissions required to perform them after specifying permission based security rules. Barrera et al. [32] studied the permission usage among a variety of categories of applications in Android market by mapping an application to a category based on its requested permissions. Felt et al. [33] manually compare the functionalities of 36 Android applications to the permissions requested by these applications. Their results show that 4 out of 36 applications are over-privileged. Felt et al. [34] also propose Stowaway, which identifies over-privileged applications by detecting unnecessary permissions for API calls in applications. The mapping provided in [34] is very helpful, but the mapping alone cannot explain the cause and the purpose of the use of permissions.

Smartphone platform security includes a wide range of approaches [35],[36] that aims at improving the security and privacy of smartphone platform. For example, TaintDroid [37], based on the Android platform, provides a scheme to monitor a third-party application’s usage of sensitive information such as what information leaves a device and where it is sent. PiOS [38] uses control flow analysis followed by data flow analysis to confirm whether private information reaches outbound sink. Privacy Oracle [37] and TightLip [39] are both black-box-based differential testing schemes for PCs to detect sensitive information leakage by third-party applications via network traffic. These approaches leverage various analysis techniques to enhance the security of the platform.

Application Security includes approaches to study the security of Android applications. For example, Felt et al. [40] propose inter-process communication (IPC) inspection to monitor messages used for IPC and reduces privilege of the recipient to the intersection of recipient’s and the requester’s permissions. Dietz et al. [41] propose QUIRE to track the call-chain of IPC in order to defend the confused deputy attack and to provide a mutual verification scheme for applications. Chin et al. [42] ComDroid to detect the vulnerabilities in the inter-application communication. Bugiel et al. [43] proposed XmanDroid to prevent privilege escalation. XmanDroid monitors the communications between applications and apply policy to restrict the interaction. Among the most related, Gilbert et al. [44] proposed ApplInspector, which leverages information-flow tracking on sensitive information to automatically identify security and privacy violation in an application.
IV. PROPOSED WORK

We propose a framed work for analyzing the use of permissions in android applications. This framework identifies the apps installed and it behavior according to the permission granted upon installation. This real time tracking framework monitors the installed apps for any violation in the permissions agreed. This help user identify the malicious activity and its real intention on the data usage and permissions. Our framework only tracks on the applications in the runtime so it is impossible to conclude that the app is malicious or infected before installing, i.e., we don’t tracking the source code level evaluations.

A. Android Defined Permissions

Both the Android system and an application can define permissions, but most of the permissions requested by Android applications are defined by the Android system. This is because Android-defined permissions control the access to sensitive resources and functionalities. There are 130 Android-defined permissions [27], among which 122 permissions are available to third party applications [28]. Permissions are defined with one of the four different protection levels, which characterize the potential risks implied in the permission and enforce different install-time approval processes. These four levels include: 1) Normal 2) Dangerous 3) Signature and 4) SignatureOrSystem. Only dangerous permissions are prompted to users for their explicit approval. Signature permissions are automatically granted when requesting application is signed with the same certificate as the application that declared the permissions. SignatureOrSystem permissions are essentially limited to applications that are pre-installed in Android’s “/system” partition OR signed with the firmware key. Normal permissions are always granted by the system automatically. Android-defined permissions are checked when an application tries to interact with the Android API or to access a system content provider or to send and receive application information. Android applications are distributed in a compressed file format (i.e., .ap file) that contains a manifest file (i.e., AndroidManifest.xml), compiled Dalvik executables (i.e., class.dex) and other resource files (e.g., files in the “res” folder). The manifest file not only lists all the permission requests and permission definitions, it also enumerates all the components of the application. The resource files include definitions of UI layouts, application’s menu, raw resource files, etc. The information in these files is used to render UIs. Android applications are built upon application components, which include four types: activities, services, content providers and broadcast receivers. Each of these components has its own life cycle and UI. Most of the components can be invoked individually. We focus on activities and service components since most functionality of an application is implemented in these two types of components.

B. Essential of the application

To design a tool that is capable of in-depth analysis of the use of permissions in Android applications, we outline the following design requirements: (R1) Capability to analyze permissions from various aspects (e.g., locations, causes and purposes). Information collected from different aspects can characterize the use of permissions and provide detailed information to users and developers; (R2) Resiliency to static evasions. As we pointed out, existing static analysis-based approaches can be spoofed by inserting unnecessary or unreachable API methods that require sensitive permissions. Therefore, it is important to identify the real “user” of a requested permission and the necessity of the permission; (R3) Capability to analyze different permissions. Different permissions have different purposes. Some permissions protect the access of sensitive information, and some permissions restrict the invocation of sensitive operations. As a consequence, an analysis approach that can only track sensitive information may not be able analyze permissions that do not involve any sensitive information. Given this, the analysis approach should be generic so that it can be applied to various permissions with different purposes; (R4) Scalability to analyze a large number of applications. Since both the number of existing Android applications and the increasing rate of new Android applications are high, the analysis approach should be efficient so that it can analyze millions of applications.

It extracts meta-information (e.g., list of requested Android permissions) about the application. The framework lists the Android API methods, the invocation of which can trigger the permission check, based on the permission-to-API-calls map [29]. After that, it automatically explores the functionality of the application and logs the execution. These log files are then processed using method profiling to identify the permission triggering API calls and to analyze the context of these calls. Based on the call stacks of the permission triggering API calls, Also our application framework can analyze the use of each checked Android permission in terms of location, cause and purpose of the permission use. In the analysis, our framework can also evaluate the potential security/privacy risks in the use of Android permissions.

Our Application explores the functionality of an application by invoking its activity and service components since most application components (i.e., activity and service) can be executed individually. The framework first identifies all the activity and service components, and it then starts each of the identified components individually to reveal the functionality implemented in that component. The identification of activity/service components is achieved by parsing the meta information stored in the AndroidManifest.xml file. Later our framework parses the ids of “<activity>” and “<service>” tags in the AndroidManifest.xml file. To start an identified component, the application parses the intent-filter and sends out Intent
messages to the target component using the Android debug bridge (adb) console.

Each activity component defines multiple functions that can only be triggered by proper user events. To trigger these functions, the framework first leverages the layout information of the UI. Each activity has its layout information, which specifies the types of the UI elements (e.g., textview, button, etc.) as well as their positions. With the layout information, which is stored in the “/res/layout/”, the framework can send specific user events to the positions of the target UI elements so that it can automatically trigger the functions. Then the application uses the adb tool and a testing tool MonkeyRunner [30] to generate and to send user events. However, the positions of some UI elements are not explicitly defined. This is because either the positions are inherited from the parent objects in the view tree, or the positions are relative in order to fit in various screen sizes.

The framework then uses the trackball movement events, which are similar to the Tab order in a form. By sending enough trackball movement events, each UI element that can receive focus will be selected at least once. Following each trackball movement event, the framework sends a set of user events so that it can trigger the function associated with the selected UI element. By applying both activity-based and layout-based UI elements interaction, the framework can automatically explore most of the functionality of an activity component.

C. Permission Use Instance

A permission use instance (i.e., a permission check) consists of two pieces of information: the action/event that triggers the permission check; the type (i.e., activity or service) of the application component where the triggering API method resides in. Our framework determines the type of the component based on the user-defined class that contains the triggering API method and the component type information parsed in the functionality exploration step. That is, the application locates the container user defined class in the component where the class is defined based on the source tree structure of the application.

We are interested in the most direct action/event that causes the permission check. In Android, action/events are processed by corresponding event handlers; the identification of which is not straightforward, since an event handler can be registered in several ways: 1) overriding the default event handler of a View class; 2) registering a customized event listener; 3) implementing a customized event handler. To this end, we leverage the fact that events are program injected (i.e., by MonkeyRunner). More specifically, to identify event handlers, our application instead identifies the event injection methods since these methods are always followed by the corresponding event handlers. After that, the application traces back the call stack of the triggering API call to determine the most direct event/action that causes the permission check.

D. Purpose of Permission Use

The framework determines the purpose of a permission usage instance from two aspects. First, the functionality of the API call that triggers the permission check. For example, a call to API “android.location.LocationManager getLastKnownLocation()” indicates the reason to check the permission “ACCESS_FINE_LOCATION” is to obtain the last known (cached) geographic location information on the smartphone. Meanwhile, a call to API “java.net.HttpURLConnection.<init>” indicates that the reason to request “INTERNET” permission is to start a HTTP connection to a remote server. The information obtained from examining the functionality of triggering API calls is helpful in determining the purpose of permission checks, but not comprehensive. Since one permission check may be related to another check, and only their relation can expose the true purpose of both permission checks. For example, a check of “READ_PHONE_STATE” (e.g., to collect phone identification information) followed by a check of “INTERNET” (e.g., to communicate with a remote server via Internet) suggests that the purpose of both checks is to send collected identification information to a remote recipient.

The framework uses the correlations between multiple permission checks as the second aspect in the analysis of the purpose of permission use. Two API calls are correlated if they appear on the same execution path. The framework discovers correlations among individually identified permission checks based on the call stacks of their triggering API calls. More specifically, it compares one call stack with another to find a common sub-sequence of calls between them. When correlations are discovered, the application combines the call stacks together to form a new call stack to represent the correlation.

E. Evaluation of Potential risks

Our application evaluates potential risks in permission use by comparing the analyzed instances of permission use to known malicious use patterns. These patterns are obtained from our analysis of malicious applications. Given the large number of applications, the first step in the comparison is to filter out applications that do not request any combination of permissions that is necessary to perform malicious behavior. These combinations are also obtained from our analysis of malicious applications. This step can effectively reduce the number of applications need to be compared. For the rest of the applications, our framework compares the correlations (if any) of their permissions use with a set of correlations of permission use found in malicious applications to determine whether the correlations indicate any malicious behaviors of the application.

V. Conclusion

This paper proposes a solution for permission tracking and the use of permissions installed in android applications.
The proposed framework identifies the apps installed and its behavior according to the permission granted upon installation. This real-time tracking framework monitors the installed apps for any violation in the permissions agreed. This helps users identify malicious activity and its actual intention on the data usage and permissions. Also, using this app, we can identify the strength and weakness of android app with respect to its functionality and approach on information gathering.
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